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Abstract

Currently, most software systems have a dynamic nature and need to evolve at run-time. For this reason, the dynamic reconfiguration of software architectures is a challenge that must be dealt with to enable the creation and destruction of component instances and their links at run-time. This challenge is even greater when there are autonomous composite components which also need reconfiguration capabilities to evolve their internal compositions. This paper presents a novel approach to dynamically reconfigure software architectures taking advantage of aspect-oriented techniques. The approach presented is a platform-independent alternative whose aim is to increase the reuse and to decrease the maintenance effort. It deals with the challenge of reconfiguring composite components that: (1) are easy to maintain, since the dynamic reconfiguration concern is separated from the other concerns; (2) can autonomously reconfigure themselves, since each composite component is provided with dynamic reconfiguration services to change its internal architecture.

1. Introduction

The development of self-organizing software systems is a great challenge, since they are conceived to help the management of large systems, which may consist of heterogeneous entities, and with a lot of interactions with other software components. Software architectures [10] provide techniques for describing the structure of complex software systems. This structure is made up of architectural elements (components and connectors) and their interactions with each other. Software architectures have a hierarchical structure where components can be composed into complex components and these, in turn, can be composed into more complex components. To enable a software architecture to be self-organized, i.e. to be capable of reconfiguring their topology by itself at run-time, first its dynamic (re)configuration has to be supported. Thus, the system will be able to create or destroy their architectural element instances and links at run-time. Moreover, reconfiguration capabilities must be also provided to complex components, in order to evolve their internal compositions in an autonomous way.

Programmed, dynamic reconfigurations [6] can be used to describe self-organizing software architectures. Programmed reconfigurations are pre-planned changes (i.e.: described at design time) which are triggered at run-time by the system itself. This kind of reconfiguration is usually specified using an Architecture Description Language (ADL), so the language constructs (e.g. architectural elements) can invoke the reconfiguration capabilities. However, one of the disadvantages of using programmed reconfigurations is that they crosscut the system functionality, making both the programmed reconfigurations and the system functionality difficult to maintain. Another disadvantage of the programmed reconfiguration is the fact that it is impossible to predict all the programmed reconfigurations that will be necessary.

In this paper, we are going to address the first problem: aspect-oriented techniques are used to avoid the entanglement between reconfiguration descriptions and system functionality. The approach presented is a platform-independent alternative while increasing reuse and decreasing the maintenance effort.

2. The Dynamic Reconfiguration Concern

In the literature, dynamic reconfiguration has been provided to software architectures in two main ways
On the one hand, some approaches provide dynamic reconfiguration through a global, specialized entity that describes all the reconfiguration actions of the whole software system. This entity is in charge of changing the software architecture at runtime. One of the main disadvantages is that it tangles the reconfiguration actions of different composite components. Each composite component may need different reconfigurations, which should be described and executed independently of each other. Another disadvantage is the fact that it centralizes all the reconfiguration needs. As a result, when there is a high number of reconfiguration requests, this entity is turned into a bottleneck. It is not able to concurrently process the requests and the evolution performance is reduced. On the other hand, other approaches have used a decentralized approach. They have introduced a set of generic reconfiguration statements (i.e. create, destroy, attach, detach, etc.) in the ADL to enable each component to reconfigure the architecture. However, this has the disadvantage that the reconfiguration statements are often tangled with the component functionality. Some approaches have addressed this by isolating evolution from functionality in different processes. However, the communication among these processes introduces dependencies which decreases reuse and maintainability.

Aspect-Oriented Software Development (AOSD) proposes the separation of the crosscutting concerns of software systems into separate entities called aspects. This separation avoids the tangled concerns of software, allowing the reuse of the same aspect in different entities of the software system as well as its maintenance. The application of AOSD techniques in software architectures improves their evolution and flexibility since the crosscutting concerns of the architecture are not tangled, and the components and their interactions can be adapted easily by adding or removing aspects.

Dynamic reconfiguration can be observed as a crosscutting-concern of a flexible, reconfigurable software architecture. Dynamic reconfiguration is an architectural concern, because it acts on the configuration of a concrete architecture by creating or destroying component/connector instances and links at runtime. For this reason, this concern should be isolated from the functionality of architectural elements, in order to improve the maintenance and reuse of both reconfiguration code and functional code. The dynamic reconfiguration concern should allow us: (i) to define how and when the architecture must be reconfigured, that is, to define programmed reconfigurations; and (ii) to provide the necessary mechanisms to inspect and reconfigure the architecture at runtime.

Several proposals for the integration of aspects in software architectures have emerged. PRISMA is a proposal that integrates AOSD and Component-Based Software Development to describe software architectures of complex software systems at a technology independent level. In PRISMA, architectural elements are specified by importing aspects. This approach is applied to the PRISMA model, because its Aspect-Oriented ADL (AOADL) allows to describe aspect-oriented software architectures in a simple way. In PRISMA, the Dynamic Reconfiguration concern has been encapsulated in two aspects, called ReconfigurationAnalysis and Configuration.

2.1. The ReconfigurationAnalysis Aspect

In order to keep reconfiguration specifications (i.e. programmed reconfigurations) from being scattered with the rest of the composite component functionality, they have been encapsulated in an aspect called ReconfigurationAnalysis (for brevity, RA). This aspect describes when and how reconfigurations must be executed: (i) it defines the stimulus (e.g. external or internal events, properties, etc.) that trigger reconfigurations, by means of reconfiguration triggers; and (ii) it specifies how a composite component can be reconfigured, by means of configuration transactions.

On the one hand, a reconfiguration trigger is a set of conditions which, if true, activates one or more configuration transactions. The condition may check any property of the architecture, or if any particular event has been raised. A RA aspect can include one or more reconfiguration triggers.

On the other hand, a configuration transaction is a set of ordered atomic reconfiguration operations that must be executed in a transactional way (all or none) to obtain a new configuration. However, these reconfiguration operations are not generic (i.e. create, destroy, attach, detach, etc.), like other approaches do.
The use of unconstrained, generic reconfiguration operations can lead the architecture to the configuration erosion problem [2], which takes place as a result of successive uncontrolled reconfigurations on the architecture. In order to tackle this problem, our approach limits the set of available reconfiguration operations, and allows to set specific reconfiguration constraints. On the one hand, reconfiguration is limited by the constraints defined in the architecture pattern each PRISMA composite component defines [3]. By using this information, the generic reconfiguration operations (i.e. create, attach, bind, etc.) are specialized for each component type and connection that are allowed in the composite component architecture. For instance, the reconfiguration operation named createImageProcSw allows to create instances of the component named ImageProcSw; the reconfiguration operation named attachImageProcSw_VideoCapture allows to connect ImageProcSw and VideoCapture component instances. On the other hand, specific reconfiguration constraints can also be defined. Since the headings of the specialized reconfiguration operations are made available to the software architect, the operations can be extended to include additional constraints or operations. For instance, some property of a component can be checked before its destruction, or a message can be sent each time an attach operation is executed.

The RA aspect is imported by each composite component of the software architecture that needs programmed reconfigurations. Then, the skeleton of the RA aspect is automatically generated for the composite component it is weaved to. It provides the set of available, specialized reconfiguration operations. Thus, the software architect can specify the different configuration transactions, by using the specialized reconfiguration operations, and the reconfiguration triggers that activate these transactions. However, the reconfiguration transactions defined can only modify the composite component while maintaining its architecture consistence.

Figure 2 shows a fragment of the RA aspect, using the PRISMA AOADM, which specifies how to dynamically reconfigure a composite component (a computer vision subsystem of a robot) when a fault event (“faultyOutput”) is raised. When this event is received, the reconfiguration trigger (see Figure 2, nº1) activates the configuration transaction named RepairImageProcessingUnit. In PRISMA AOADM, the specification of transactions is preceded by the reserved word Transactions. A transaction consists of a set of subprocesses that coordinate a set of services (i.e. reconfiguration operations), which are specified and synchronized with each other using a π-calculus derived notation. Each one of the services is executed atomically; if the execution of one of them fails, the execution of other services already executed is undone. The configuration transaction fragment shown in Figure 2 first gets the references (concrete IDs) to the component instances of each component type involved in the reconfiguration process (see nº2). Then (see nº3): (i) a new component instance is created, to replace the faulty one; (ii) the new instance is attached to the component instance connected to the old one (“videoCID”, an instance of the VideoCapture component); and (iii) the attachments of the faulty instance are removed.

ReconfigurationAnalysis aspect VisionSysRecAnalysis
{headers of specialized reconfig. operations}

<table>
<thead>
<tr>
<th>Triggers</th>
</tr>
</thead>
<tbody>
<tr>
<td>nº1</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Transactions</th>
</tr>
</thead>
<tbody>
<tr>
<td>nº1</td>
</tr>
<tr>
<td>nº2</td>
</tr>
</tbody>
</table>

End Aspect VisionSysRecAnalysis;

Figure 2. Fragment of a ReconfigurationAnalysis aspect.

2.2. The Configuration aspect

The ReconfigurationAnalysis aspect describes an architecture with dynamic reconfiguration capabilities. However this aspect only specifies the reconfiguration process, but it does not provide the reconfiguration mechanisms to perform these operations. For this reason, the configuration aspect is the provider of the reconfiguration mechanisms used by the ReconfigurationAnalysis aspect.

The Configuration aspect encapsulates every property and behaviour related to dynamic reconfiguration. This aspect contains the configuration of the composite component architecture by means of a set of attributes, and provides a set of services in order to maintain and evolve this configuration. On the one hand, the attributes store information about the
configuration state of the architecture. The main ones (among others not described here for space reasons) are these that store: (i) references to each architectural element instance of the composite component; and (ii) references to each created attachment (i.e. established connections among components and connectors) of the composite component.

On the other hand, the Configuration aspect provides two kind of services, which let to query and modify the configuration state stored in the attributes: introspection services and reconfiguration services. Introspection services allow a composite component to know, at run-time, how is itself configured. The main ones (among others) are: getArchElements and getAttachments, to get all the IDs (i.e. references) of the architectural element instances and attachments that are currently established in the composite component; getArchElement and getAttachment provide information about a concrete component or attachment, by providing its ID. Reconfiguration services allow a composite component to modify its configuration, that is, reconfigure its architecture. Examples of these services are newInstance, destroyInstance, addAttachment, removeAttachment, etc.

The implementation of these reconfiguration services is technology dependent, and its details are not described here for space reasons. However, the contribution is that the Configuration aspect hides inside the technology dependent details, and the reconfiguration services that it provides are generic and technology independent. Thus, the architecture specifications (and reconfigurations) are unaware of changes on the underlying technology. In this way, the Configuration aspect is developed only once for a target platform; then it will be able to be reused in different software architectures executed in the target platform. Likewise, the ReconfigurationAnalysis aspect is specified once for each software architecture; then it will be able to be used in different platforms.

3. Conclusions

This paper has presented an approach to dynamically reconfigure software architectures taking advantage of aspect-oriented techniques. Tangled and scattered code is avoided: (i) the reconfiguration concern is described separately from the functional concern, so maintenance of both concerns are improved; (ii) reconfiguration specifications (described in the ReconfigurationAnalysis aspect) are described independently of the reconfiguration mechanisms, so reconfigurable architecture descriptions are technology independent; and (iii) the reconfiguration mechanisms are encapsulated in a single aspect (the Configuration aspect) which provides to each composite component its own reconfiguration mechanisms to reconfigure itself independently of other composite components of the system. In the future, we will show a case study to validate our approach, and a tool to manage dynamic reconfigurations from a platform independent perspective, while improving reuse and maintenance.
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